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ABSTRACT

Software architectures evaluation has an important role in the life cycle of software systems. The conceptual integrity is one of the quality attributes which could be closely related to software architectural design. It is the underlying theme or vision that unifies all levels of the system's design. In this paper, a method for measuring the conceptual integrity of software architecture is provided. Conceptual integrity measurement is done in several steps by extracting a graph structure which its nodes are architectural concepts and its edges are relationship between them. The constructed graph is then weighted according to the type of relationship among the architectural concepts. Finally, a metric for evaluating the conceptual integrity from the refined graph is provided.
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1. INTRODUCTION

Software architecture is a very important step in the software life cycle [1]. There are various definitions of software architecture [2]. It defines the structure or structures of the system, including software elements, the properties of the elements that are externally visible and the relationship among them [1].

Conceptual integrity is one of the quality attributes associated with system design or system architecture which defines the consistency across the system architecture. It means that in the all parts, from designing modules, coding them, naming of variables and components must be emerged consistently [3]. Brooks observes that the conceptual integrity is one of the most important considerations in system design. He argues: “It is better to have a system omit certain anomalous features and improvements, but to reflect one set of design ideas, than to have one that contains many good but independent and uncoordinated ideas”[4]. According to Booch's argument [5], the conceptual integrity of the system design, makes the systems which are more maintainable. From his viewpoint, the conceptual integrity of a system design originates from combining simple systems without unorganized complexity. Software system with conceptual
integrity has software architecture, user interface and functionality that result in easy understanding, maintenance and use of the system.

Evaluation of quality attributes at the architectural level with the goal of re-designing architecture to provide the desired attribute can be very important. In the systems development process, the software architectural design is one of the early and major stages. Therefore, if the problems are addressed at this stage, they could not leak through next steps such as detailed design and coding. A wide variety of researches have been conducted in the field of quality attribute assessment from software architectures [7], [8], whereas, there are few efforts on the conceptual integrity evaluation.

In this paper, we use an ontology-based approach to extract the concepts or ideas from software architecture. In Section 2, a short overview of related works on conceptual integrity will be presented. In Section 3, an ontology to capture the architectural decisions will be recommended and expanded for measuring the conceptual integrity. The relationship among architectural decisions will be divided into several types. In Section 4, a weighted graph is introduced to specify architectural decision and communication among them. Finally a metric for measuring the conceptual integrity will be provided.

2. RESEARCHES IN THE FIELD OF CONCEPTUAL INTEGRITY

In [9], a research for measuring the conceptual integrity of application programs has been introduced. In this research, an ontological exploitation by communication with interface of application has been used for identifying the concepts of the application. Ontology of computing system is its theory in real world. It means that the concepts which form the computing system in the real world. For identifying the ontological concepts, the external surface of program has been extracted. For identifying the morphological elements, with external surface of application has been communicated. Then the morphological map has been drawn. The graph’s nodes can be every recognizable element in system. The edges represent that how elements are available. Then, the relationship among concepts and conceptual network has been constructed. Conceptual coherence is the degree to which an application’s concepts are tightly related. In this research, measuring the conceptual coherence is the first approximation for measuring the conceptual integrity.

In [10], conceptual integrity has been defined differently from previous research. Since the conceptual integrity including the existence of harmony in design concepts, this harmony must be considered between the UML diagrams that describes the system. System’s diagrams should not include the conflicting concepts. The author of this study recalls another aspect of conceptual integrity in [11]. Requirement traceability is a method for tracing the existence of one requirement in design process. In [12], one of the ways to identify the semantic integrity is expressed as coordination between different views of behavioral and structural modeling.

3. ONTOLOGY EXTRACTION OF DESIGNED ARCHITECTURE

In this paper, at first we generalize the approach introduced in [9]. In our work, instead of an application program, the software architecture is considered. We extract the concepts from the
software architecture, whereas in [9], the concepts have been extracted from the application’s interface.

Gruber [13] defined ontology as: “a formal specification of conceptualization”. Through the conceptualization, it can be recognized the real world concepts and relationship among them. For measuring the conceptual integrity, we extract the concepts that form the software architecture. For identifying the concepts of software architecture, we extract the ontology of software architecture.

3.1 Research in the Field of Software Architecture Ontology

Many of researches proposed methods for creating the ontology in specific domain [14], [15]. Some of the researchers have combined the ontology with existing methods for software architecture or software development to find the better result [16], [17], [18], [19] and [20]. Many studies on ontology have used the reusability property of ontology ([16], [21] and [22]).

Reference [23], introduces methods for representing the architectural design, decisions properties and relationship among them. Some of the important elements of software architecture such as non-functional requirement, design patterns and tactics are not considered in the proposed ontology. In [16], ontology has been suggested for supporting the evaluation of software architecture with ATAM. In [17] an ontology-based method for software architecture documentation is proposed which is a design rationale with the goals of reusability and evaluation of software architecture.

4. Structure of The Proposed Ontology

The proposed ontology is a structure for documenting the design decisions; it is suitable for measuring the conceptual integrity of design decisions as well. It is developed by the inspiration of some previous efforts such as: [16], [24], [14], [25], [23], and [26]. The concepts of design elements and relationship among them that emerges in the form of architectural decisions are important parts in the proposed ontology. Figure 1 represents this ontology. In this paper, for analyzing the conceptual integrity, only the specific part of the ontology related to architectural decisions, their relationship and architectural patterns are expanded. The decisions and their relationship can be represented by a graph.

According to [23] types of the relationships between the architectural decisions A and B include:
5. T\textbf{HE METHOD FOR CONSTRUCTING THE GRAPH OF ARCHITECTURAL DECISIONS}

In the proposed ontology, architectural decisions are concepts. Thus, edges of the graph are connections among the architectural decisions or architectural concepts. After the documentation of architectural decisions based on proposed ontology, a graph is constructed according to the following steps.

1- For each architectural decision, a node is created in the graph. One edge is added in to the graph for each relationship between the decisions. The edge’s label represents the type of relationship. In Figure 2, different types of transformations are shown.
2-Since the selection of the appropriate architectural patterns is an architectural decision, for every selected pattern or style, a node is added in to the graph with an edge labeled "implements", connecting the node to the corresponding architectural decision.

Fig2. Transformation the architectural concepts and their relationship to the graph

3- According to the type of the relationship, the weights are assigned to the edges. These weights are related to the effect of each of the relationships on the conceptual integrity. Table 1 shows the weights that are suggested for each type of the relationship. The highest weight is assigned to the “Implements” relationship connecting a pattern and an architectural decisions or architectural tactics. The architectural patterns have been used and evaluated several times and therefore we can be relatively sure that the architectural decisions could be satisfied by them. Furthermore, in [27] it is shown that the use of architectural patterns could enhance the conceptual integrity. Thus, we assign a high weight (actually the highest one) to this relationship. Assigning the other weights and the order considered is described as follow:

“Depends” relationship is a positive dependency between the architectural concepts which do not present limitation or incompatibility; Furthermore, regarding to its simplicity, low complexity and high understandability, the high level of conceptual integrity in this type of relationship, can be realized.

In the “Is made of” or composition relationship, one architectural concept is divided into smaller architectural concepts. If the main concept destroyed, the detailed concepts cannot be considered, because these smaller concepts without the main concept does not mean. But in “subsumes” relationship, one concept can be generalization of its subset concepts. With losing the general
concept, the inherited concepts can exist. For this reason the conceptual integrity of “Is made of” relationship is higher than the conceptual integrity of “Subsumes” relationship, thus we consider $w_5 > w_3$. On the other hand, the composition relationship is less complicated than generalization relationship [28], furthermore, because the conceptual integrity and complexity are conflicting attributes, one can conclude that the weight of conceptual integrity of “Is made of” relationship must be higher than the conceptual integrity of “Subsumes” relationship. In comparison between the “Is made of” relationship and “Constraints” relationship, one can point out that the relationship between the subset concepts of composition relationship and its general concept is stronger than the relationship between the concepts of “constraints” relationship thus we consider $w_4 < w_5$.

“Constraints” relationship exists between two concepts which the first one causes the second one to be existed and with losing the first concept, the second concept also will be loosed, thus it could be concluded that $w_4 > w_3$.

Conceptual integrity of The “Is an alternative to” relationship is a weak relationship in terms of conceptual integrity. But, this type of relationship has no negative effect on the connected concepts and its conceptual integrity is greater than “Conflicts with” relationship. From the above discussion one can conclude: $0 < w_1 < w_2 < w_3 < w_4 < w_5 < w_6 < w_7$.

4- In this step, some of the weights are refined. In figure 3 two graphs are seen. In these graphs, the “Is made of” relationship has been established between the main node and its subsets. The question is that in the same relationship such as “Is made of”, whether the number of subsets of the main concept affects on the conceptual integrity or not? To answer this question, we perform the following calculations on each graph:

<table>
<thead>
<tr>
<th>Weight</th>
<th>Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>W1&lt;0</td>
<td>Conflicts with</td>
</tr>
<tr>
<td>W2</td>
<td>Is an alternative to</td>
</tr>
<tr>
<td>W3</td>
<td>Subsumes</td>
</tr>
<tr>
<td>W4</td>
<td>Constraints</td>
</tr>
<tr>
<td>W5</td>
<td>Is made of</td>
</tr>
<tr>
<td>W6</td>
<td>Dependences</td>
</tr>
<tr>
<td>W7</td>
<td>Implements</td>
</tr>
</tbody>
</table>

![Fig3. Two graphs with “Is made of” relationship](image_url)
Betweenness Centrality (BC): This parameter measures the number of shortest path between the all pairs of nodes in the graph that contain a particular node. In [29], this parameter has been used for identifying the central concepts in graphs that have no weight or have the edges with equal weights. By calculating this parameter for concept A in two graphs in Figure 3, we obtained the same value for BC. It means that the value of centrality in “Is made of” is not related to the number of subset nodes.

Conceptual coherence: This parameter measures the degree to which an ontology’s concepts are tightly related [9]; it can be considered as a metric for estimating the conceptual integrity as well. In the following formula "geodesic" is the shortest path between a pair of nodes, "dist" is the shortest path distance between a pair of nodes and N is the number of graph nodes.

\[
CCM = \left( \frac{\sum_{i,j} dist(geodesic(i,j))}{N} \right)^{-1} \times 100 \quad (1)
\]

Conceptual Coherence Metric (CCM) of the graph (a) in Figure 3 equals to 75% and CCM of the graph (b) equals to 44.4%. Thus the conceptual coherence of the graph (a) in Figure 2 is greater than graph (b).

Structural complexity: This parameter measures the structural complexity of one concept. In [28], this parameter has been used for measuring the structural complexity of the classes. Since class could be generalized to concept [30], we can use this parameter to calculate the structural complexity of node A in two graphs. In the following formula, W is the weight of “Is made of” relationship and n is the number of destinations from A.

\[
\text{Complexity of } A = W^* (2 - \frac{1}{n}) \quad (2)
\]

The structural complexity of concept A in the first graph of Figure 3 equals to 1.5*W and it equals to 1.6*W in second graph. Thus, the structural complexity of A in the first graph in Figure 3 is less than the structural complexity of A in the second graph.

The value of the CCM and Complexity parameters in two graphs can give this result that in the graph with “Is made of” relationship, if the number of main node’s subset are increased, then the conceptual coherence of graph is decreased and the structural complexity of the graph would be increased. Thus, the conceptual integrity which have positive relation with conceptual coherence and negative relation with structural complexity, is decreased. Thus, the assigned weight to the “Is made of” relationship in Table 1 must be multiplied in a factor. This factor should be such that with adding the number of subsets of main concept or number of destinations from main concept, the weight is reduced. This factor can be \((1+\frac{1}{n})\) and the weight of “Is made of” relationship is changed to \(W_5^* (1+\frac{1}{n})\).

The related weight to “subsumes” relationship with the same reason that mentioned, must be changed to \(W_3^* (1+\frac{1}{n})\) where n is the number of destinations from node A.
5-In this step, a weight is calculated for each node. In this way, the weight of the external edges from the node is summed. If the node had some external edges with type “Is made if” or “subsumes”, only one of the weights are considered. In formula (3), \( W(n_i) \) is the weight of node \( i \) and \( w(e_{ij}) \) is the weight of the edge from node \( i \) to node \( j \).

\[
W(n_i) = \sum_j \text{distinct}(w(e_{ij})) \tag{3}
\]

6-Finally, sum of the weight of nodes is calculated and this value is divided by the number of nodes. The obtained value is a metric for measuring the conceptual integrity of software architectural design. In formula (4), \( G(D) \) is the graph of the architectural decisions.

\[
\text{Conceptual Integrity} = \frac{\sum_{n \in \text{G(D)}} W(n)}{N} \tag{4}
\]

This formula is a metric for calculating the conceptual integrity in the software architectural design.

Formula (4) is better than the introduced formula in [9] for measuring the conceptual integrity. Because, our concepts’ graph is a weighted graph and these weights make the calculated conceptual integrity more accurate by considering different types of relationships among architectural concepts. In [9] the graph has no weight and different type of concepts have the same effect on the conceptual integrity.

6. CONCLUSION

The evaluation of conceptual integrity is very hard [26], because there is no explicit definition for it. The first definition of conceptual integrity is seem simple at first. But this definition included everything and was very complicated. For this reason, researches in this field are limited.

Brook’s definition from conceptual integrity gives an idea to measure the conceptual integrity. This idea is excavation the concepts from software architecture in the first step. This has been identified in computer literature as ontology. Thus we found an ontology for software architecture. This ontology is suitable structure for documenting of software architecture. The different relationships among architectural decisions are defined. Each of the relationships has an effect on conceptual integrity. The weight is assigned to the relationship. Finally the graph of architectural decisions with weighted edges is constructed and a metric for measuring the conceptual integrity is introduced. This metric can compare the conceptual integrity in different architecture.
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